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1. Создайте функцию, которая повторяет каждый символ в строке n раз.

Пример:

repeat("mice", 5) ➞ "mmmmmiiiiiccccceeeee"

repeat("hello", 3) ➞ "hhheeellllllooo"

repeat("stop", 1) ➞ "stop"

import java.util.Arrays;

public class Task2 {

// 1 программа увечиливает количество каждого символа в n раз

public static String repeat(String word, int n){

String newWord = " ";

for (int i = 0; i< word.length() ; i++){

for (int j = 0; j<n; j++){

newWord+= word.charAt(i);

}

}

return newWord;

}

public static void main(String[] args) {

// Тест 1 - вернет hhheeellllllooo

System.out.println(repeat("hello", 3));

}

1. Создайте функцию, которая принимает массив и возвращает разницу между самыми большими и самыми маленькими числами.

Пример:

differenceMaxMin([10, 4, 1, 4, -10, -50, 32, 21]) ➞ 82

// Smallest number is -50, biggest is 32.

differenceMaxMin([44, 32, 86, 19]) ➞ 67

// Smallest number is 19, biggest is 86.

// 2 находит разницу между минимум и максимумом массива

// минимуму присваивам максимально возможное число

// максимуму - минимально возможное

// находим минимум и максимум введенного массива

// и возвращаем разницу между этими числами

public static int differenceMaxMin(int [] mass){

int max = Integer.MIN\_VALUE;

int min = Integer.MAX\_VALUE;

for (int value : mass) {

min = Math.min(min, value);

max = Math.max(max, value);

}

return max - min;

}

public static void main(String[] args) {

// Тест 2 - вернет 82

System.out.println(differenceMaxMin(new int[]{10, 4, 1, 4, -10, -50, 32, 21}));

}

1. Создайте функцию, которая принимает массив в качестве аргумента и возвращает true или false в зависимости от того, является ли среднее значение всех элементов массива целым числом или нет.

Пример:

isAvgWhole([1, 3]) ➞ true

isAvgWhole([1, 2, 3, 4]) ➞ false

isAvgWhole([1, 5, 6]) ➞ true

isAvgWhole([1, 1, 1]) ➞ true

isAvgWhole([9, 2, 2, 5]) ➞ false

// 3 проверяет, является ли среднее значение всех элементов целым числом

// суммируем все элементы массива

// если среднее арифметическое целое число - возвращаем true

// если нет - false

public static boolean isAvgWhole(int mass[]){

double sum=0;

for (int value : mass) {

sum += value;

}

if ((sum%mass.length)%100<1)

return true;

else

return false;

}

public static void main(String[] args) {

// Тест 3 - вернет false

System.out.println(isAvgWhole(new int[]{1, 2 , 3 , 4}));

}

1. Создайте метод, который берет массив целых чисел и возвращает массив, в котором каждое целое число является суммой самого себя + всех предыдущих чисел в массиве.

Пример:

cumulativeSum([1, 2, 3]) ➞ [1, 3, 6]

cumulativeSum([1, -2, 3]) ➞ [1, -1, 2]

cumulativeSum([3, 3, -2, 408, 3, 3]) ➞ [3, 6, 4, 412, 415, 418]

// 4 возвращает массив

// в котором каждое целое число - сумма самого себя

// и всех предыдущих чисел

public static int[] cumulativeSum( int [] mass){

for (int i = 1; i < mass.length; i++){

mass[i] = mass[i] + mass[i-1];

}

return mass;

}

public static void main(String[] args) {

// Тест 4 - вернет [3, 6, 4, 412, 415, 418]

System.out.println(Arrays.toString(cumulativeSum(new int[]{3, 3, -2, 408, 3, 3})));

}

1. Создайте функцию, которая возвращает число десятичных знаков, которое имеет число (заданное в виде строки). Любые нули после десятичной точки отсчитываются в сторону количества десятичных знаков.

Пример:

getDecimalPlaces("43.20") ➞ 2

getDecimalPlaces("400") ➞ 0

getDecimalPlaces("3.1") ➞ 1

//5 считает число десятичных знаков

// если в числе есть точка

// возвращаем длинну числа - порядковый номер точки - 1

// если точки нет - возвращаем 0

public static int getDecimalPlaces(String number){

if (number.indexOf('.')!=0){

return number.length()-number.indexOf('.')-1;

}

else

return 0;

}

public static void main(String[] args) {

// Тест 5 - вернет 2

System.out.println(getDecimalPlaces("43.20"));

}

1. Создайте функцию, которая при заданном числе возвращает соответствующее число Фибоначчи.

Пример:

Fibonacci(3) ➞ 3

Fibonacci(7) ➞ 21

Fibonacci(12) ➞ 233

//6 возвращается n-ое число Фибоначчи

// если просим вывести 0 или 1 число Фибоначчи,

// то возвращаем 1

public static int Fibonacci (int n){

switch (n) {

case 0:

case 1:

return 1;

default:

return Fibonacci(n - 2) + Fibonacci(n - 1);

}

}

public static void main(String[] args) {

// Тест 6 - вернет 21

System.out.println(Fibonacci(7));

}

1. Почтовые индексы состоят из 5 последовательных цифр. Учитывая строку, напишите функцию, чтобы определить, является ли вход действительным почтовым индексом. Действительный почтовый индекс выглядит следующим образом:

– Должно содержать только цифры (не допускается использование нецифровых цифр).

– Не должно содержать никаких пробелов.

– Длина не должна превышать 5 цифр.

Пример:

isValid("59001") ➞ true

isValid("853a7") ➞ false

isValid("732 32") ➞ false

isValid("393939") ➞ false

// 7 проверяет, правильно ли введен индекс

// если в введенном индексе есть буквы, пробелы или не 5 символов

// то счетчик принимает не нулевое значение

// в противном случае выводится true

public static boolean isValid(String index){

int buf = 0;

for (int i = 0; i < index.length(); i++) {

if (!Character.isDigit(index.charAt(i)))

buf++;

else if (index.charAt(i) == ' ')

buf++;

else if (index.length() != 5)

buf++;

}

return buf == 0;

}

public static void main(String[] args) {

// Тест 7 - вернет true

System.out.println(isValid("15006"));

}

1. Пара строк образует странную пару, если оба из следующих условий истинны:

– Первая буква 1-й строки = последняя буква 2-й строки.

– Последняя буква 1-й строки = первая буква 2-й строки.

– Создайте функцию, которая возвращает true, если пара строк представляет собой странную пару, и false в противном случае.

Пример:

isStrangePair("ratio", "orator") ➞ true

// "ratio" ends with "o" and "orator" starts with "o".

// "ratio" starts with "r" and "orator" ends with "r".

isStrangePair("sparkling", "groups") ➞ true

isStrangePair("bush", "hubris") ➞ false

isStrangePair("", "") ➞ true

//8 странная пара

// если первый символ первого слова и последний второго совпадают

// и первый элемент второго слова совпадает с последним элементом первого

// то вернется true

public static boolean isStrangePair (String word1, String word2){

return word1.charAt(0) == word2.charAt(word2.length() - 1) &&

word2.charAt(0) == word2.charAt(word1.length() - 1);

}

public static void main(String[] args) {

// Тест 8 - вернет false

System.out.println(isStrangePair("bush", "hubris") );

}

1. Создайте две функции: isPrefix(word, prefix-) и isSuffix (word, -suffix).

– isPrefix должен возвращать true, если он начинается с префиксного аргумента.

– isSuffix должен возвращать true, если он заканчивается аргументом суффикса.

– В противном случае верните false.

Пример:

isPrefix("automation", "auto-") ➞ true

isSuffix("arachnophobia", "-phobia") ➞ true

isPrefix("retrospect", "sub-") ➞ false

isSuffix("vocation", "-logy") ➞ false

Примечание:

Аргументы префикса и суффикса имеют тире - в них.

//9 проверяем является ли данный суффикс или префикс частью введенного слова

//убираем из префикса/суффикса -

// проверяем начинается/заканчивается ли введенное слово на суффикс/префикс

public static boolean isPrefix(String word, String pref){

pref = pref.substring(0, pref.length()-1);

//System.out.println(pref);

return word.startsWith(pref);

}

public static boolean isSuffix(String word, String suf){

suf = suf.substring(1);

//System.out.println(suf);

return word.endsWith(suf);

}

public static void main(String[] args) {

// Тест 9 - вернет true и true

System.out.println(isPrefix("automation", "auto-"));

System.out.println(isSuffix("arachnophobia", "-phobia"));

}

1. Создайте функцию, которая принимает число (шаг) в качестве аргумента и возвращает количество полей на этом шаге последовательности.

![Box Sequence Image](data:image/png;base64,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)

Шаг 0: начните с 0

Шаг 1: Добавьте 3

Шаг 2: Вычтите 1

Повторите Шаги 1 И 2 ...

Пример:

boxSeq(0) ➞ 0

boxSeq(1) ➞ 3

boxSeq(2) ➞ 2

// 10 Создайте функцию, которая принимает число (шаг) в качестве аргумента

// и возвращает количество полей на этом шаге последовательности.

// если шаг = 0 , возвращаем 0

// создаем цикл, "делающий" шаги

// если шаг четный, то к счетчику прибавляем 3

// если шаг не четный, то из счетчика вычитается 1

public static int boxSeq(int shag){

if (shag == 0) return 0;

int count = 0;

for (int i = 0; i < shag; i++) {

if (i % 2 != 0) count--;

else count += 3;

}

return count;

}

public static void main(String[] args) {

// Тест 10 - вернет 5

System.out.println(boxSeq(3));

}